# Problem Set for the 3rd Day of Winter Camp 

Japanese Alumni Group

Contest Held on 24 Feb 2008

## Status of Problems

| Problem | Source |
| :---: | :--- |
| Problem A | new problem |
| Problem B | new problem |
| Problem C | new problem |
| Problem D | new problem |
| Problem E | Algorithm Design (by J. Kleinberg and E. Tardos) |
| Problem F | new problem |
| Problem G | new problem |
| Problem H | new problem |
| Problem I | new problem |
| Problem J | new problem |

The problems listed with "new problem" in the Source column were newly created by the members of Japanese Alumni Group.

The other problems were taken from past programming contests or other materials as indicated above. Those problems may be modified by the members of Japanese Alumni Group for clarification of the statement, adjustment of their difficulty levels, change of data input style, attempt to hide the source of each problem from the participants during the contest proper, and/or other purposes. The sources of all problems were revealed to the participants after the contest ended.

Some portion of the problem statement may be modified for correction and/or clarification.

## Terms of Use

You may use our new problems in any form, entirely or in part, with or without modification, for any purposes, without prior or posterior consent to Japanese Alumni Group, provided that your use is made solely at your own risk.

For the other problems, the original author(s) may or may not restrict your use. You must therefore be responsible for confirming your use is allowed by the original author(s). Japanese Alumni Group shall not impose extra restrictions on your use of our modified versions.

THE PROBLEM SET IS PROVIDED "AS-IS", WITHOUT ANY EXPRESS OR IMPLIED WARRANTY. IN NO EVENT SHALL JAPANESE ALUMNI GROUP, THE MEMBERS OF THE GROUP, OR THE CONTRIBUTORS TO THE GROUP BE LIABLE FOR ANY DAMAGE ARISING IN ANY WAY OUT OF THE USE OF THE PROBLEM SET, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.

# Practice Contest II 

# Problem A <br> Optimization of Combinatorial Circuits <br> Input File: circuit.in 

Nathan O. Davis is a student at the department of integrated systems. Today, he is attending his digital circuit class. The topic of the lecture is optimization of combinatorial circuits. Combinatorial circuits are digital circuits that implement boolean logics with AND-gates and OR-gates. They usually have multiple inputs and a single output.
At the end of the lecture, he's got a homework as usual. The task is to write a program that optimizes combinatorial circuits.

The specification of the original (unoptimized) circuit is given in the form of truth-table, for example, as follows:

| $a$ | $b$ | $c$ | $d$ | output |
| :---: | :---: | :---: | :---: | :---: |
| - | 0 | - | 1 | 1 |
| 1 | - | 1 | 0 | 1 |
| - | 0 | 1 | - | x |
| 0 | 1 | - | - | x |
| 1 | - | - | 1 | x |

This table represents a four-input circuit. The first row denotes that when the input $b$ is ' 0 ' and the input $d$ is ' 1 ', the output must be ' 1 '. The output ' $x$ ' indicates "don't care", that is, it doesn't matter whether the output for the corresponding pattern is ' 0 ' or ' 1 '. As a whole, this table represents a circuit that outputs ' 1 ' for the inputs that satisfy $(\neg b \wedge d) \vee(a \wedge c \wedge \neg d)$, either ' 0 ' or ' 1 ' for the inputs that satisfy $(\neg b \wedge c) \vee(\neg a \wedge b) \vee(a \wedge d)$, and ' 0 ' for any other input patterns.
How do optimized versions of this circuit look? Here is an example:

| $a$ | $b$ | $c$ | $d$ | output |
| :---: | :---: | :---: | :---: | :---: |
| - | - | 1 | - | 1 |
| - | - | - | 1 | 1 |

The circuit implied by this truth table outputs ' 1 ' for the inputs satisfying ( $c \vee d$ ), and ' 0 ' for all the other patterns. You should note that this circuit is consistent with the specification of the original circuit.
You can see the size of the circuit is reduced from the original one. In fact, the circuit above is the most optimized among all the circuits meeting the original specification. Here, we say a circuit is more optimized than another when it has a fewer number of rows in the table. When two circuits have the same number of rows, the one with the fewer number of $0 / 1 \mathrm{~s}$ in the table is said to be more optimized.
Now, please write a program doing this optimization to help Nathan!

## Input

The input consists of multiple test cases.
The first line of each test case consists of two integers $N$ and $M$. The integer $N(1 \leq N \leq 6)$ is the number of input signals, and $M\left(1 \leq M \leq 2^{N}\right)$ is the number of rows of the table.
Then $M$ lines describing the input circuit follow. Each line consists of a string $S$ of the length $N$ and a character $C$. The string $S$ represents the input pattern. Each character of $S$ is either ' 0 ', ' 1 ', or ' - '. The character $C$ is either ' 1 ' or ' $x$ ', meaning that the desired output for the input pattern $S$ is ' 1 ' or 'don't care' respectively. You may assume that the input contains at least one line with $C$ being ' 1 ',
The end of the input is indicated by a line " 00 ".

## Output

Output the table denoting the most optimized circuit for each test case. For each row of the table representing the output circuit, you should output a string corresponding to the input pattern in a line. You do not have to write the output specification ' 1 ' or ' $x$ ', since the most optimized circuit has no patterns whose output are ambiguous.

When there are multiple possible solutions, print any one of them. Also, you may print the rows in the table in an arbitrary order.

Each output should be preceded by a line denoting the test case number. Outputs from distinct test cases must be separated by one blank line.

| Sample Input | Output for the Sample Input |
| :---: | :---: |
| 45 | Case 1: |
| $-0-11$ | --1- |
| 1-10 1 | ---1 |
| -01-x |  |
| 01-- x | Case 2: |
| 1--1 x | 11-- |
| 411 | 1-1- |
| 00001 | 00-1 |
| 00011 | --00 |
| 00111 |  |
| 01001 |  |
| 10001 |  |
| 10101 |  |
| 10111 |  |
| 11001 |  |
| 11011 |  |
| 11101 |  |
| 11111 |  |
| 00 |  |
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## Problem B <br> Divisor Function <br> Input File: divisor.in

Teiji is a number theory lover. All numbers are his friends - so long as they are integers. One day, while preparing for the next class as a teaching assistant, he is interested in a number-theoretical function called the divisor function. The divisor function $\sigma(n)$ is defined as the sum of all positive divisors of $n$. "How fast does this $\sigma(n)$ grow?" he asked himself. Apparently, $\sigma(n)$ grows fast as $n$ increases, but it is hard to estimate the speed of the growth. He decided to calculate the maximum value of $\sigma(n) / n$ on $1 \leq n \leq k$, for various $k$.
While it is easy for small numbers, it is tough to calculate many values of the divisor function by hand. Tired of writing thousands of digits, he decided to solve the problem with the help of a computer. But there is a problem: he is not familiar with computer programming. He asked you, a talented programmer, for help.
Please write a program to help him.

## Input

The input contains a series of test cases. Each test case is described by a line, which contains a single integer $k$ $\left(1 \leq k \leq 10^{15}\right)$. The input ends with a line containing a zero, which should not be processed.

## Output

For each test case, output the maximum value of $\sigma(n) / n$ where $1 \leq n \leq k$ in a line. Each value should be printed with six digits after the decimal point, and should not contain an absolute error greater than $10^{-6}$.

Sample Input

| 1 | 1 |
| :--- | :--- |
| 2 | 1 |
| 3 | 1 |
| 10 | 2 |
| 50 | 2 |
| 0 |  |

Output for the Sample Input
1.000000
1.500000
1.500000
2.000000
2.583333
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## Problem C <br> Magical Dungeon <br> Input File: dungeon.in

Arthur C. Malory is a wandering valiant fighter (in a game world).
One day, he visited a small village and stayed overnight. Next morning, the village mayor called on him. The mayor said a monster threatened the village and requested him to defeat it. He was so kind that he decided to help saving the village.

The mayor told him that the monster seemed to come from the west. So he walked through a forest swept away in the west of the village and found a suspicious cave. Surprisingly, there was a deep dungeon in the cave. He got sure this cave was the lair of the monster.
Fortunately, at the entry, he got a map of the dungeon. According to the map, the monster dwells in the depth of the dungeon. There are many rooms connected by paths in the dungeon. All paths are one-way and filled with magical power. The magical power heals or damages him when he passes a path.

The amount of damage he can take is indicated by hit points. He has his maximal hit points at the beginning and he goes dead if he lost all his hit points. Of course, the dead cannot move nor fight - his death means the failure of his mission. On the other hand, he can regain his hit points up to his maximal by passing healing paths. The amount he gets healed or damaged is shown in the map.

Now, he wants to fight the monster with the best possible condition. Your job is to maximize his hit points when he enters the monster's room. Note that he must fight with the monster once he arrives there. You needn't care how to return because he has a magic scroll to escape from a dungeon.

## Input

The input consists of multiple test cases.
The first line of each test case contains two integers $N(2 \leq N \leq 100)$ and $M(1 \leq M \leq 1000)$. $N$ denotes the number of rooms and $M$ denotes the number of paths. Rooms are labeled from 0 to $N-1$. Each of next $M$ lines contains three integers $f_{i}, t_{i}$ and $w_{i}\left(\left|w_{i}\right| \leq 10^{7}\right)$, which describe a path connecting rooms. $f_{i}$ and $t_{i}$ indicate the rooms connected with the entrance and exit of the path, respectively. And $w_{i}$ indicates the effect on Arthur's hit points; he regains his hit points if $w_{i}$ is positive; he loses them otherwise. The last line of the case contains three integers $s, t$ and $H\left(0<H \leq 10^{7}\right)$. $s$ indicates the entrance room of the dungeon, $t$ indicates the monster's room and $H$ indicates Arthur's maximal hit points. You can assume that $s$ and $t$ are different, but $f_{i}$ and $t_{i}$ may be the same.

The last test case is followed by a line containing two zeroes.

## Output

For each test case, print a line containing the test case number (beginning with 1 ) followed by the maximum possible hit points of Arthur at the monster's room. If he cannot fight with the monster, print the case number and "GAME OVER" instead.

Sample Input

| 7 | 8 |  |
| :--- | :--- | :--- |
| 0 | 2 | 3 |
| 2 | 3 | -20 |
| 3 | 4 | 3 |
| 4 | 1 | -5 |
| 1 | 5 | 1 |
| 5 | 4 | 5 |
| 1 | 3 | 2 |
| 3 | 6 | -2 |
| 0 | 6 | 30 |
| 7 | 8 |  |
| 0 | 2 | 3 |
| 2 | 3 | -20 |
| 3 | 4 | 3 |
| 4 | 1 | -5 |
| 1 | 5 | 1 |
| 5 | 4 | 5 |
| 1 | 3 | 2 |
| 3 | 6 | -2 |
| 0 | 6 | 20 |
| 4 | 4 |  |
| 0 | 1 | -10 |
| 1 | 2 | -50 |
| 2 | 1 | 51 |
| 1 | 3 | 1 |
| 0 | 3 | 20 |
| 11 | 14 |  |
| 0 | 1 | -49 |
| 1 | 2 | 1 |
| 2 | 3 | 40 |
| 3 | 1 | -40 |
| 1 | 4 | -9 |
| 4 | 5 | 40 |
| 5 | 1 | -30 |
| 1 | 6 | -19 |
| 6 | 7 | 40 |
| 7 | 1 | -20 |
| 1 | 8 | -30 |
| 8 | 9 | 40 |
| 9 | 1 | -9 |
| 1 | 10 | 1 |
| 0 | 10 | 50 |
| 3 | 4 |  |
| 0 | 1 | -49 |
| 1 | 2 | 10 |
| 2 | 0 | 50 |
| 0 | 1 | 10 |
| 0 | 0 | 50 |
|  |  |  |

## Output for the Sample Input

Case 1: 25
Case 2: GAME OVER
Case 3: 11
Case 4: 31
Case 5: 1
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## Problem D <br> Land Mark <br> Input File: mark.in

"Hey, what's up? It's already 30 minutes past eleven!"
"I'm so sorry, but actually I got lost. I have no idea where I am now at all and I got tired wandering around. Please help!"
_-Today you came to the metropolis to play with your friend. But she didn't show up at the appointed time. What happened to her? After some uncomfortable minutes, finally you managed to get her on line, and have been just notified that she's been lost in the city.

You immediately told her not to move, and asked her what are around her to figure out where she is. She told the names of some famous land marks, in the order where she caught in her sight while she made a full turn counterclockwise without moving around.

Fortunately, today you have a map of the city. You located all the land marks she answered on the map, but want to know in which district of the city she's wandering.
Write a program to calculate the area where she can be found, as soon as you can!

## Input

Each input case is given in the format below:

$$
\begin{aligned}
& N \\
& x_{1} y_{1} \\
& \cdots \\
& x_{N} y_{N} \\
& l_{1} \cdots l_{N}
\end{aligned}
$$

An integer $N$ in the first line specifies the number of land marks she named ( $N \leq 10$ ). The following $N$ lines specify the x - and y-coordinates of the land marks in the city. Here you modeled the city as an unbounded twodimensional plane. All coordinate values are integers between 0 and 100, inclusive. The last line of a test case specifies the order in which she found these land marks in a counterclockwise turn.

A single line containing zero indicates the end of input. This is not a part of the input and should not be processed.

## Output

Your program should output one line for each test case.
The line should contain the case number followed by a single number which represents the area where she can be found. The value should be printed with the fifth digit after the decimal point, and should not contain an absolute error greater than $10^{-5}$.

If there is no possible area found under the given condition, output "No area" in a line, instead of a number. If you cannot bound the area, output "Infinity".

Sample Input

Output for the Sample Input
Case 1: 10.00000
Case 2: No area
Case 3: Infinity
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## Problem E <br> Networking Company

Input File: network.in

Suppose you are a consultant for the networking company CluNet, and they have the following problem. The network that they are currently working on is modeled by a connected graph $G=(V, E)$ with $N$ nodes and $M$ edges. Each edge $e$ is a fiber-optic cable that is owned by one of two companies-creatively named X and Y-and leased to CluNet. Their plan is to choose a spanning tree $T$ of $G$ and upgrade the links corresponding to the edges of $T$. They have already concluded an agreement with companies X and Y stipulating a number of $K$ so that in the tree $T$ that is chosen, $K$ of the edges will be owned by X and $N-K-1$ of the edges will be owned by Y.
CluNet management now faces the following problem. It is not at all clear to them whether there even exists a spanning tree meeting these conditions, or how to find one if it exists. So this is the problem they put to you.

## Input

The input contains a series of test cases.
Each test case begins with a line containing three integers $N(1 \leq N \leq 1000), M(1 \leq M \leq 3000)$ and $K$ ( $0 \leq K \leq N-1$ ).
The following $M$ lines describe the edges. The $i$-th line contains three integers $x_{i}, y_{i}$ and $c_{i}$. The $i$-th edge connects the $x_{i}$-th and $y_{i}$-th vertices. $c_{i}$ indicates the company that owns the $i$-th edge. $c_{i}$ is either 0 or $1 ; 0$ means X and 1 means Y .

The input ends with a line containing three zeros. This line should not be processed.

## Output

For each test case, output the answer as shown in the sample output. The first line of each output should indicate the test case number starting from 1 .

In the next line, print "possible" or "impossible". If you can construct the spanning tree satisfying the condition, print "possible". Otherwise, print "impossible".
If you can construct the spanning tree, print in the following line the numbers of the edges (beginning at 1) that you used. Each number should be separated by a single space.

You should print a blank line after each test case.

Sample Input
Output for the Sample Input

| 4 | 6 | 3 |
| :--- | :--- | :--- |
| 1 | 3 | 0 |
| 4 | 2 | 1 |
| 1 | 2 | 0 |
| 3 | 2 | 0 |
| 3 | 4 | 1 |
| 4 | 1 | 1 |
| 5 | 8 | 3 |
| 1 | 2 | 1 |
| 3 | 1 | 0 |
| 4 | 5 | 0 |
| 1 | 3 | 0 |
| 3 | 4 | 1 |
| 5 | 1 | 1 |
| 3 | 5 | 1 |
| 3 | 4 | 0 |
| 0 | 0 | 0 |

Case 1:
impossible

Case 2:
possible
1348
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## Problem F <br> Alien Pianist

Input File: pianist.in

One day an alien came from some star far away in the universe. He was interested in cultures on the earth, especially music. He enjoyed listening various kinds of music, and then he decided to play music by himself. Fortunately, he met a composer in a concert and became a friend with him. He requested the composer to make new pieces of music for him. The composer readily accepted the request.

The composer tried to make music, but has been bothered because the alien's body is very different from those of human beings. Music he can play is limited by the structure of his body. He has only one hand with many fingers. He can stretch his fingers infinitely but he cannot cross his fingers. He was also requested to compose for a special instrument called a space piano in his space ship. The piano has $2^{31}$ keys numbered from 0 to $2^{31}-1$ beginning at the left. The alien wanted to play the music with that piano.
The composer asked you, as a brilliant programmer, for help. Your job is to write a program to determine whether the alien can play given pieces of music.
A piece of music consists of a sequence of notes and a note is a set of scales. He uses one finger for each scale in a note. In order to play the music seamlessly, he must put fingers on all the keys of two adjacent notes for a certain period of time. Of course he cannot cross fingers during that period.
For example, let us consider him playing a note $\{2,4,7\}$ followed by a note $\{3,6,8\}$. If he plays the former note by the third, the fifth and the eighth fingers (for 2,4 and 7 respectively), then he can play the latter note by the fourth, the sixth (or the seventh) and the ninth (or latter) fingers (for 3,6 and 8 respectively).


## Input

The input file contains several test cases.
The first line of each test case contains two integers: the number $N$ of the alien's fingers and the number $M$ $(0<M \leq 1000)$ of notes in the score. Each of the following M lines represents a note; the first integer $L_{i}$ $\left(0<L_{i} \leq 100\right)$ denotes the number of the scales it contains, and each of the following $L_{i}$ integers denotes a scale. Notes are ordered in terms of time. You can assume that the same scale doesn't appear in any two adjacent notes.
The input file ends with a line containing two zeroes.

## Output

For each test case, print a line containing the case number (beginning at 1 ) and the result. If the alien can play the piece of music, print "Yes". Otherwise, print "No".
Sample Input

| 10 | 2 |  | Output for the Sample Input |  |
| :--- | :--- | :--- | :--- | :--- |
| 3 | 2 | 4 | 7 |  |
| 3 | 3 | 6 | 8 | Case 1: Yes |
| 5 | 8 |  | Case 2: No |  |
| 1 | 0 |  |  |  |
| 1 | 1 |  |  |  |
| 1 | 2 |  |  |  |
| 1 | 3 |  |  |  |
| 1 | 4 |  |  |  |
| 1 | 5 |  |  |  |
| 1 | 6 |  |  |  |
| 1 | 7 |  |  |  |
| 0 | 0 |  |  |  |
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## Problem G <br> Japanese Style Pub <br> Input File: pub.in

You've just entered a Japanese-style pub, or an izakaya in Japanese, for a drinking party (called nomi-kai) with your dear friends.

Now you are to make orders for glasses of hard and soft drink as requested by the participants. But unfortunately, most staffs in typical izakayas are part-time workers; they are not used to their work so they make mistakes at a certain probability for each order.

You are worrying about such mistakes. Today is a happy day for the participants, the dearest friends of yours.
Your task is to write a program calculating the probability at which the izakaya staff brings correct drinks for the entire orders. Cases in which the staff's mistakes result in a correct delivery should be counted into the probability, since those cases are acceptable for you.

## Input

The input consists of multiple test cases. Each test case begins with a line containing an interger $N(1 \leq N \leq 8)$. The integer $N$ indicates the number of kinds of drinks available in the izakaya.
The following $N$ lines specify the probabilities for the drinks in the format shown below.

```
p11 p}\mp@subsup{p}{12}{}\cdots\mp@subsup{p}{1N}{
p21 p22 \cdots p pN
p
```

Each real number $p_{i j}$ indicates the probability where the staff delivers a glass of the drink $j$ for an order of the drink $i$. It holds that $p_{i j} \geq 0$ and $p_{i 1}+p_{i 2}+\cdots+p_{i N}=1$ for $1 \leq i, j \leq N$. At the end of each test case, a line which contains $N$ comes. The $i$-th integer $n_{i}$ represents the number of orders for the drink $i$ by the participants ( $0 \leq n_{i} \leq 4$ ).

The last test case is followed by a line containing a zero.

## Output

For Each test case, print a line containing the test case number (beginning with 1 ) followed by the natural logarithm of the probability where the staff brings correct drinks for the entire orders. Print the results with eight digits to the right of the decimal point. If the staff cannot bring correct drinks in any case, print "-INFINITY" instead. Use the format of the sample output.

Sample Input
Output for the Sample Input


Case 1: -1.89723999
Case 2: -8.14438201
Case 3: -INFINITY
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## Problem H <br> Two Rings <br> Input File: rings.in

In 21XX, human beings have successfully contacted extraterrestrial life forms. We have found several planets where the intelligent life forms are living, and are enjoying interplanetary communication. Vegetablia is one of such planets. Inhabitants of Vegetablia look like vegetables in the Earth, so we call them Vegetablians with full of respects and familiarity towards them.

One day, Mr. Potato, one of your Vegetablian friends, told you that he has decided to get married to his girlfriend, Ms. Tomato. He said, "To tell the truth, we have to do one thing before our marriage."
"In Vegetablia, there is a traditional practice of marriages. According to the practice, a man and a woman who want to get married should separately make a trip around the Vegetablia and broaden their knowledge before their wedding ceremony. Each of them starts a trip from a distinct point on the planet and he/she keeps going forward until he/she reaches his/her start point. This practice is called the vow of two rings because paths of their trips are just like two rings on the planet."
"There is a famous gossip on it: 'a couple who met each other during the trip will become happy.' I hope that this will come true, but I realized that there are some cases where we can never meet depending on our starting points and starting directions. I really want to know whether we can possibly meet each other or not."

As a good friend of Mr. Potato, you want to solve this problem for him. The Vegetablia planet is considered to be a unit sphere, and a path of the trip is expressed as a cutting surface of the sphere. Given two paths, your job is to find the coordinates of their intersecting points (if they exist).

## Input

The input consists of multiple test cases.
The first line of the input contains an integer which denotes the number of test cases.
Each test case consists of descriptions of two distinct circles on a sphere, each of which is represented by two latitude/longitude coordinates. Two latitude/longitude coordinates $p_{1}$ and $p_{2}$ indicate a circle whose diameter coincides with the line segment $p_{1}-p_{2}$. Each latitude/longitude coordinate is given as follows:

## lat $[\mathrm{N} \mid \mathrm{S}]$ long $[\mathrm{E} \mid \mathrm{W}]$

where lat and long are latitude and longitude of a point in degrees, respectively. The second ( N or S ) and fourth token (E or W) specify to which hemisphere the point belongs. The values of lat and long satisfy $0 \leq$ lat $\leq 90$ and $0 \leq$ long $\leq 180$.

In each coordinate representation, you may assume that $p_{1}$ and $p_{2}$ never coincide, and the line segment $p_{1}-p_{2}$ is not the diameter of the unit sphere. You may also assume that values of lat and long in the input are integers. It is guaranteed that there are two intersections if there are any intersections.

## Output

For each test case, output a line "Case $n:$ ", where $n$ is the test case number. After the line, output "No intersection." if two circles never intersect. Otherwise, output the coordinates of intersections with the same format as input. The values should be printed with three digits after the decimal point. If the coordinates can be represented in several ways, any of them suffice. All values should be printed without negative signs.
Output a blank line between each test case.

Sample Input

| 2 |
| :---: |
| 30 N 50 E |
| 30 N 130 |
| 0 N 90 E |
| 0 N 30 W |
| 45 N 180 E |
| 45 N 0 W |
| 40 N 10 W |
|  |

Output for the Sample Input
Case 1:
30.000 N 84.736 E
30.000 N 24.736 W

Case 2:
No intersection.
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Problem I<br>Text Justification<br>Input File: text.in

You are hired by the $\forall \mathfrak{I} I N \Xi_{\wp}$, an extraterrestrial intelligence, as a programmer of their typesetting system. Your task today is to design an algorithm for text justification.
Text justification is to equalize the line widths as much as possible by inserting line breaks at appropriate positions, given a word sequence called a paragraph and the width of the paper. Since you have not developed an automatic hyphenation algorithm yet, you cannot break a line in the middle of a word. And since their language does not put spaces between words, you do not need to consider about spacing.
To measure how well the text is justified in one configuration (i.e., a set of lines generated by inserting line breaks to a paragraph), you have defined its cost as follows:

- The total cost of a paragraph is the sum of the cost of each line.
- The cost for the last line is defined as $\max (0, s-w)$.
- The cost for other lines are given by $|s-w|$.
where $s$ is the sum of the widths of the words in the line, and $w$ is the width of the paper.
Please design the algorithm which takes a paragraph and calculates the configuration of the minimum cost.


## Input

The input consists of multiple test cases.
The first line of each test case contains two positive integers $n$ and $w(0 \leq n \leq 1000$ and $0 \leq w \leq 1,000,000)$. $n$ is the length of paragraph and $w$ is the width of the used paper. Each of the following $n$ lines contains one positive integer $a_{i}$ which indicates the width of the $i$-th word in the paragraph. Here it is guaranteed that $0 \leq a_{i} \leq w$.
The input terminates with the line containing two zeros. This is not a part of any test case and should not be processed.

## Output

For each test case, print the case number and the minimum cost for the paragraph.

| Sample Input | Output for the Sample Input |
| :--- | :--- | :--- |
| 4 10 Case $1: 4$ <br> 8   <br> 6 Case $2: 1$  <br> 1   <br> 4 7  <br> 1   <br> 2   <br> 3   <br> 4   <br> 0 0  |  |
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# Problem J <br> Billion Million Thousand <br> Input File: usoperant.in 

A linguist, Nodvic Natharus Damenhof (commonly called Dr. Usoperant), invented an artificial language Usoperant in 2007. The word usoperant means 'one which tires'. Damenhof's goal was to create a complex and pedantic language that would remind many difficulties in universal communications. Talking in Usoperant, you should remember the importance of choosing your words in many conversations.

For example of the complexity, you may be confused by the way to say large numbers. Usoperant has some words that indicate exponential numbers in decimal, described as $10^{p}$ where $p$ is a positive integer. In terms of English, those words might include thousand for $10^{3}(1,000)$, million for $10^{6}(1,000,000)$, and undecillion for $10^{36}(1,000,000,000,000,000,000,000,000,000,000,000,000)$.
You can concatinate those words to express larger numbers. When two words $w_{1}$ and $w_{2}$ mean numbers $10^{p_{1}}$ and $10^{p_{2}}$ respectively, a concatinated word $w_{1} w_{2}$ means $10^{p_{1}+p_{2}}$. Using the above examples in English (actually the following examples are incorrect in English), you can say $10^{9}$ by millionthousand, $10^{12}$ by millionmillion and $10^{39}$ by undecillionthousand. Note that there can be multiple different expressions for a certain number. For example, $10^{9}$ can also be expressed by thousandthousandthousand. It is also possible to insert separators between the adjacent components like million-thousand and thousand-thousand-thousand.

In this problem, you are given a few of such words, their representing digits and an expression of a certain number in Usoperant. Your task is to write a program to calculate the length of the shortest expression which represents the same number as the given expression.

The expressions in the input do not contain any separators like millionthousand. In case of ambiguity, the expressions should be interpreted as the largest number among possibles. The resultant expressions should always contain separators like million-thousand, so we can distinguish, for example, $x$ - $x$ (a concatinated word of two $x$ 's) and $x x$ (just a single word). The separators should not be counted in the length.

## Input

The input consists of multiple test cases. Each test case begins with a line including an integer $N(1 \leq N \leq 100)$. The integer $N$ indicates the number of words in the dictionary of exponential numbers.

The following $N$ lines give the words in the dictionary. Each line contains a word $w_{i}$ and an integer $p_{i}(1 \leq i \leq N$, $1 \leq p_{i} \leq 10$ ), specifying that the word $w_{i}$ expresses an exponential number $10^{p_{i}}$ in Usoperant. Each $w_{i}$ consists of at most 100 alphabetical letters.

Then a line which contains an expression of a number in Usoperant follows. The expression consists of at most 200 alphabetical letters.

The end of the input is indicated by a line which contains only a single 0 .

## Output

For each test case, print a line which contains the case number and the length of the shortest expression which represents the same number as the given expression in the input.

Sample Input
3
billion 9
million 6
thousand 3
billionmillionthousand
3
oku 8
sen 3
man 4
okusenman
2
nico 2
video 4
niconicovideo
6
abcd 1
efgh 2
abcde 4
fgh 6
y 8
yy 10
abcdefgh
0

Output for the Sample Input
Case 1: 14
Case 2: 9
Case 3: 10
Case 4: 2

Note: In the fourth case, the word abcdefgh can be separated as abcd-efgh (representing $10^{3}$ ) and abcde-fgh (representing $10^{10}$ ), and by the rule described in the problem statement, this word should be interpreted as $10^{10}$. As this number can be expressed by $y y$, the length of the shortest expression is two (as in the sample output). The existence of $y-y$ (representing $10^{16}$ ) is not a problem here, because we can distinguish $y y$ and $y-y$ as long as we always use separators.

