## Problem A <br> Alien's Counting

Natsuki and her friends were taken to the space by an alien and made friends with a lot of aliens. During the space travel, she discovered that aliens' hands were often very different from humans'. Generally speaking, in a kind of aliens, there are $N$ fingers and $M$ bend rules on a hand. Each bend rule describes that a finger A always bends when a finger B bends. However, this rule does not always imply that the finger $B$ bends when the finger $A$ bends.

When she were counting numbers with the fingers, she was anxious how many numbers her alien friends can count with the fingers. However, because some friends had too complicated rule sets, she could not calculate those. Would you write a program for her?

$$
\begin{aligned}
& \text { Input } \\
& \quad N M \\
& S_{1} D_{1} \\
& S_{2} D_{2} \\
& \vdots \\
& S_{M} D_{M}
\end{aligned}
$$

The first line contains two integers $N$ and $M(1 \leq N \leq 1000,0 \leq M \leq 1000)$ in this order. The following $M$ lines mean bend rules. Each line contains two integers $S_{i}$ and $D_{i}$ in this order, which mean that the finger $D_{i}$ always bends when the finger $S_{i}$ bends. Any finger appears at most once in $S$.

## - Output

Calculate how many numbers her alien friends can count with the fingers. Print the answer modulo 1000000007 in a line.

## - Sample Input and Output

| Input \#1: |  |
| :--- | :--- |
| 5 | 4 |
| 2 | 3 |
| 3 | 4 |
| 4 | 3 |
| 5 | 4 |
|  |  |
| Input \#2: |  |
| 5 | 5 |
| 1 | 2 |
| 2 | 3 |
| 3 | 4 |
| 4 | 5 |
| 5 | 1 |

Output \#1:
10
54
34
43
,
Output \#2:
2

Input \#3:
50

Output \#3:
32

## Problem B <br> Kaeru Jump

There is a frog living in a big pond. He loves jumping between lotus leaves floating on the pond. Interestingly, these leaves have strange habits. First, a leaf will sink into the water after the frog jumps from it. Second, they are aligned regularly as if they are placed on the grid points as in the example below.


Figure 1: Example of floating leaves
Recently, He came up with a puzzle game using these habits. At the beginning of the game, he is on some leaf and faces to the upper, lower, left or right side. He can jump forward or to the left or right relative to his facing direction, but not backward or diagonally. For example, suppose he is facing to the left side, then he can jump to the left, upper and lower sides but not to the right side. In each jump, he will land on the nearest leaf on his jumping direction and face to that direction regardless of his previous state. The leaf he was on will vanish into the water after the jump. The goal of this puzzle is to jump from leaf to leaf until there is only one leaf remaining.

See the example shown in the figure below.


In this situation, he has three choices, namely, the leaves A, B and C. Note that he cannot jump to the leaf D since he cannot jump backward. Suppose that he choose the leaf B. After jumping there, the situation will change as shown in the following figure.

He can jump to either leaf $E$ or $F$ next.
After some struggles, he found this puzzle difficult, since there are a lot of leaves on the pond. Can you help him to find out a solution?


- Input

H W
$c_{1,1} \cdots c_{1, W}$
$\vdots$
$c_{H, 1} \cdots c_{H, W}$

The first line of the input contains two positive integers $H$ and $W(1 \leq H, W \leq 10)$. The following $H$ lines, which contain $W$ characters each, describe the initial configuration of the leaves and the frog using following characters:

- '.' : water
- 'o' : a leaf
- 'U' : a frog facing upward (i.e. to the upper side) on a leaf
- 'D' : a frog facing downward (i.e. to the lower side) on a leaf
- 'L' : a frog facing leftward (i.e. to the left side) on a leaf
- ' $R$ ' : a frog facing rightward (i.e. to the right side) on a leaf

You can assume that there is only one frog in each input. You can also assume that the total number of leaves (including the leaf the frog is initially on) is at most 30.

## - Output

Output a line consists of the characters 'U' (up), 'D' (down), 'L' (left) and 'R' (right) that describes a series of movements. The output should not contain any other characters, such as spaces. You can assume that there exists only one solution for each input.

## Sample Input and Output

| Input \#1: |
| :--- |
| 23 |
| Uo. |
| .00 |

Output \#1:
RDR
oo

Input \#2:
1010
.o.....o...
०.00......
..00..00..
..o.......
..oo..oo..
..o...o.o.
○. .U.o....
००.........o
००.........
00..00....

$\circ$

## Problem C Save your cats

Nicholas Y. Alford was a cat lover. He had a garden in a village and kept many cats in his garden. The cats were so cute that people in the village also loved them.

One day, an evil witch visited the village. She envied the cats for being loved by everyone. She drove magical piles in his garden and enclosed the cats with magical fences running between the piles. She said "Your cats are shut away in the fences until they become ugly old cats." like a curse and went away.

Nicholas tried to break the fences with a hummer, but the fences are impregnable against his effort. He went to a church and asked a priest help. The priest looked for how to destroy the magical fences in books and found they could be destroyed by holy water. The Required amount of the holy water to destroy a fence was proportional to the length of the fence. The holy water was, however, fairly expensive. So he decided to buy exactly the minimum amount of the holy water required to save all his cats. How much holy water would be required?

## Input

The input has the following format:

```
NM
x ( y 
\vdots
xN y 
p
p}\mp@subsup{M}{M}{}\mp@subsup{q}{M}{
```

The first line of the input contains two integers $N(2 \leq N \leq 10000)$ and $M(1 \leq M) . N$ indicates the number of magical piles and $M$ indicates the number of magical fences. The following $N$ lines describe the coordinates of the piles. Each line contains two integers $x_{i}$ and $y_{i}\left(-10000 \leq x_{i}, y_{i} \leq 10000\right)$. The following $M$ lines describe the both ends of the fences. Each line contains two integers $p_{j}$ and $q_{j}$ $\left(1 \leq p_{j}, q_{j} \leq N\right)$. It indicates a fence runs between the $p_{j}$-th pile and the $q_{j}$-th pile.

You can assume the following:

- No Piles have the same coordinates.
- A pile doesn't lie on the middle of fence.
- No Fences cross each other.
- There is at least one cat in each enclosed area.
- It is impossible to destroy a fence partially.
- A unit of holy water is required to destroy a unit length of magical fence.


## - Output

Output a line containing the minimum amount of the holy water required to save all his cats. Your program may output an arbitrary number of digits after the decimal point. However, the absolute error should be 0.001 or less.

## - Sample Input and Output

| Input \#1: |  |
| :--- | :--- |
| 3 | 3 |
| 0 | 0 |
| 3 | 0 |
| 0 | 4 |
| 1 | 2 |
| 2 | 3 |
| 3 | 1 |

Output \#1: 3.000

Output \#2:
0.000

43
-100 0
1000
0100
12
13
14
Input \#3:
67
20
60
82
63
05
17
12
23
34
41
51
54
56

| Input \#4: |  |
| :--- | :--- |
| 6 | 6 |
| 0 | 0 |
| 0 | 1 |
| 1 | 0 |
| 30 | 0 |
| 040 |  |
| 3040 |  |
| 1 | 2 |
| 2 | 3 |
| 3 | 1 |
| 4 | 5 |
| 5 | 6 |
| 6 | 4 |

Output \#4:
31.000

## Problem D <br> Dungeon Wall

In 2337, people are bored at daily life and have crazy desire of having extraordinary experience. These days,"Dungeon Adventure" is one of the hottest attractions, where brave adventurers risk their lives to kill the evil monsters and save the world.

You are a manager of one of such dungeons. Recently you have been receiving a lot of complaints from soldiers who frequently enter your dungeon; they say your dungeon is too easy and they do not want to enter again. You are considering making your dungeon more difficult by increasing the distance between the entrance and the exit of your dungeon so that more monsters can approach the adventurers.

The shape of your dungeon is a rectangle whose width is $W$ and whose height is $H$. The dungeon is a grid which consists of $W \times H$ square rooms of identical size $1 \times 1$. The southwest corner of the dungeon has the coordinate $(0,0)$, and the northeast corner has $(W, H)$. The outside of the dungeon is surrounded by walls, and there may be some more walls inside the dungeon in order to prevent adventurers from going directly to the exit. Each wall in the dungeon is parallel to either $x$-axis or $y$-axis, and both ends of each wall are at integer coordinates. An adventurer can move from one room to another room if they are adjacent vertically or horizontally and have no wall between.

You would like to add some walls to make the shortest path between the entrance and the exit longer. However, severe financial situation only allows you to build at most only one wall of a unit length. Note that a new wall must also follow the constraints stated above. Furthermore, you need to guarantee that there is at least one path from the entrance to the exit.

You are wondering where you should put a new wall to maximize the minimum number of steps between the entrance and the exit. Can you figure it out?

## Input

W $H N$
$s x_{0} s y_{0} d x_{0} d y_{0}$
$s x_{1} s y_{1} d x_{1} d y_{1}$
$\vdots$
ix iy
oxoy
000

The first line contains three integers: $W, H$ and $N(1 \leq W, H \leq 50,0 \leq N \leq 1000)$. They are separated with a space.

The next $N$ lines contain the specifications of $N$ walls inside the dungeon. Each wall specification is a line containing four integers. The $i$-th specification contains $s x_{i}, s y_{i}, d x_{i}$ and $d y_{i}$, separated with a space. These integers give the position of the $i$-th wall: it spans from $\left(s x_{i}, s y_{i}\right)$ to $\left(d x_{i}, d y_{i}\right)$.

The last two lines contain information about the locations of the entrance and the exit. The first line contains two integers $i x$ and $i y$, and the second line contains two integers $o x$ and $o y$. The entrance is located at the room whose south-west corner is (ix,iy), and the exit is located at the room whose southwest corner is (ox,oy).

## - Output

Print the maximum possible increase in the minimum number of required steps between the entrance and the exit just by adding one wall. If there is no good place to build a new wall, print zero.

## Sample Input and Output

Input \#1:
344
1011
1314
1222
2123
00
10

| Input \#2: |
| :--- |
| 5020 |
| 00 |
| 490 |

Input \#3:
5020
00
491

Output \#1:
6

Output \#2:
2

Output \#3:
0

1

## Problem E <br> Psychic Accelerator

In the west of Tokyo, there is a city named "Academy City." There are many schools and laboratories to develop psychics in Academy City.

You are a psychic student of a school in Academy City. Your psychic ability is to give acceleration to a certain object.

You can use your psychic ability anytime and anywhere, but there are constraints. If the object remains stationary, you can give acceleration to the object in any direction. If the object is moving, you can give acceleration to the object only in 1) the direction the object is moving to, 2 ) the direction opposite to it, or 3) the direction perpendicular to it.

Today's training menu is to move the object along a given course. For simplicity you can regard the course as consisting of line segments and circular arcs in a 2-dimensional space. The course has no branching. All segments and arcs are connected smoothly, i.e. there are no sharp corners.

In the beginning, the object is placed at the starting point of the first line segment. You have to move the object to the ending point of the last line segment along the course and stop the object at that point by controlling its acceleration properly.

Before the training, a coach ordered you to simulate the minimum time to move the object from the starting point to the ending point.

Your task is to write a program which reads the shape of the course and the maximum acceleration $a_{\max }$ you can give to the object and calculates the minimum time to move the object from the starting point to the ending point.

The object follows basic physical laws. When the object is moving straight in some direction, with acceleration either forward or backward, the following equations hold:

$$
v=v_{0}+a t
$$

and

$$
s=v_{0} t+\frac{1}{2} a t^{2}
$$

where $v, s, v_{0}, a$, and $t$ are the velocity, the distance from the starting point, the initial velocity (i.e. the velocity at the starting point), the acceleration, and the time the object has been moving in that direction, respectively. Note that they can be simplified as follows:

$$
v^{2}-v_{0}^{2}=2 a s
$$

When the object is moving along an arc, with acceleration to the centroid, the following equations hold:

$$
a=\frac{v^{2}}{r}
$$

wher $v, a$, and $r$ are the velocity, the acceleration, and the radius of the arc, respectively. Note that the object cannot change the velocity due to the criteria on your psychic ability.

## - Input

The input has the following format:

$$
\begin{array}{lll}
N a_{\max } \\
x_{a, 1} & y_{a, 1} & x_{b, 1} \\
y_{b, 1} \\
x_{a, 2} & y_{a, 2} & x_{b, 2}
\end{array} y_{b, 2}
$$

$N$ is the number of line segments; $a_{\max }$ is the maximum acceleration you can give to the object; $\left(x_{a, i}, y_{a, i}\right)$ and $\left(x_{b, i}, y_{b, i}\right)$ are the starting point and the ending point of the $i$-th line segment, respectively. The given course may have crosses but you cannot change the direction there.

The input meets the following constraints: $0<N \leq 40000,1 \leq a_{\max } \leq 100$, and $-100 \leq x_{a} i, y_{a} i, x_{b} i, y_{b} i \leq$ 100.

## - Output

Print the minimum time to move the object from the starting point to the ending point with an relative or absolute error of at most $10^{-6}$. You may output any number of digits after the decimal point.

## - Sample Input and Output

## Input \#1:

21
0010
1101

Input \#2:
11
0020
Input \#3:
32
0020
$1-112$
0121

Output \#1:
5.2793638507

Output \#2:
2.8284271082

Output \#3:
11.1364603512

## Problem F Bouldering

Bouldering is a style of rock climbing. Boulderers are to climb up the rock with bare hands without supporting ropes. Your friend supposed that it should be interesting and exciting, so he decided to come to bouldering gymnasium to practice bouldering. Since your friend has not tried bouldering yet, he chose beginner's course. However, in the beginner's course, he found that some of two stones have too distant space between them, which might result his accidentally failure of grabbing certain stone and falling off to the ground and die! He gradually becomes anxious and wonders whether the course is actually for the beginners. So, he asked you to write the program which simulates the way he climbs up and checks whether he can climb up to the goal successfully.

For the sake of convenience, we assume that a boulderer consists of 5 line segments, representing his body, his right arm, his left arm, his right leg, and his left leg.

One of his end of the body is connected to his arms on their end points. And the other end of the body is connected to his legs on their end points, too. The maximum length of his body, his arms, and his legs are $A, B$ and $C$ respectively. He climbs up the wall by changing the length of his body parts from 0 to their maximum length, and by twisting them in any angle (in other word, 360 degrees). Refer the following figure representing the possible body arrangements.


Figure 2: An example of possible body arrangements.
5 line segments representing his body, arms and legs. The length of his body, arms and legs are 8,3 and 4 respectively. The picture describes his head as a filled circle for better understanding, which has no meaning in this problem.

A boulderer climbs up the wall by grabbing at least three different rocks on the wall with his hands and feet. In the initial state, he holds 4 rocks with his hands and feet. Then he changes one of the holding rocks by moving his arms and/or legs. This is counted as one movement. His goal is to grab a rock named "destination rock" with one of his body parts. The rocks are considered as points with negligible size. You are to write a program which calculates the minimum number of movements required to grab the destination rock.

## Input

The input data looks like the following lines:

```
n
A B C
x ( y 
x
x3 y3
x
```

The first line contains $n(5 \leq n \leq 30)$, which represents the number of rocks.
The second line contains three integers $A, B, C(1 \leq A, B, C \leq 50)$, which represent the length of body, arms, and legs of the climber respectively.

The last $n$ lines describes the location of the rocks. The $i$-th contains two integers $x_{i}$ and $y_{i}\left(0 \leq x_{i}, y_{i} \leq\right.$ 100 ), representing the $x$ and $y$-coordinates of the $i$-th rock.

In the initial state, the boulderer is grabbing the 1 st rock with his right hand, 2nd with his left hand, 3rd with his right foot, and 4th with left foot.

You may assume that the first 4 rocks are close to each other so that he can grab them all in the way described above.

The last rock is the destination rock.

## - Output

Your program should output the minimum number of movements to reach the destination stone.
If it is impossible to grab the destination stone, output -1 .
You may assume that, if $\mathrm{A}, \mathrm{B}, \mathrm{C}$ would be changed within 0.001 , the answer would not change.
Following figures represent just an example of how the boulderer climbs up to the destination in minimum number of movements. Note that the minimum number of movements can be obtained, by taking different way of climbing up, shortening the parts, rotating parts etc.


Figure 3: An example of minimum movement for sample input 1.


Figure 4: An example of minimum movement for sample input 2.

- Sample Input and Output

Input \#1:
433
1017
1514
1015
1112
1618
1522
Input \#2:
424
1118
1418
1014
1314
1417
1721
$16 \quad 26$
Input \#3:
6
224
1222
1321
1415
1016
1624
$10 \quad 35$
Input \#4:
6
233
1122
1220
1015
1117
1323
1622

## Problem G DON'T PANIC!

Arthur is an innocent man who used to live on the Earth. He had lived a really commonplace life, until the day when the Earth was destroyed by aliens, who were not evil invaders but just contractors ordered to build a hyperspace bypass. In the moment when the demolition beams were shot at the Earth by them, Arthur was in front of his house and almost about to be decomposed into hydrogen, oxygen, carbon and some other atoms. However, fortunately, he survived; one of his friend Ford, who was actually an alien and had come to the Earth in the course of his trip around the universe, took him up to a spaceship just before the beam reached him.

Arthur and Ford successfully escaped, but it was only the beginning of their hardships. Soon it turned out that actually the spaceship was the contractor's one itself, and as it can be easily imagined, they disliked humans. Therefore as soon as they found Arthur and Ford, they stopped at the nearest unexplored planet and dropped the two pity men out of the spaceship from 10 miles up above the land surface.

Again they're in a pinch! Fortunately our hero Ford has a special item that let them safely land to the planet, known as a parachute, so they don't worry about that. The problem is that they are just falling freely and can't change the landing point, which may be on ground or sea. They want to know if they can land peacefully or need some swimming to the nearest coast.

Ford's universal GPS gadget displays their expected position of landing by latitude/longitude. Also he has a guidebook that describes almost all the planets in the universe. According to it, the planet has the only one continent and hence only one sea. It has a description of the shape of the continent but, unfortunately, not in a intuitive way of graphical maps. So your task is to make a program to decide whether the point is on the land or not.

## - Input

$$
\begin{aligned}
& N \\
& P_{0} T_{0} \\
& \vdots \\
& P_{N} T_{N}
\end{aligned}
$$

The first line of the input contains an integer $N(3 \leq N \leq 1000)$. The second line contains two integers $P_{0}, T_{0}$ which represents the latitude and the longitude of the point where Arthur and Ford are going to land. The following $N$ lines describe the shape of the only continent on the planet. The $k$-th line contains two integers $P_{k}$ and $T_{k}$, which represents the latitude and the longitude of a point $V_{k}$. The continent is described as a polygon with $N$ vertices $V_{k}$ on a sphere. The coastline of it is formed by cyclically connecting consecutive points with the shortest line.
$\left(P_{k}, T_{k}\right)(k=0,1, \ldots, N)$ satisfies $-90 \leq P_{k} \leq 90,-180 \leq T_{k} \leq 180$. Positive latitude means north and negative means south. Positive longitude means east and negative means west. The border of the continent is given by counterclockwise order and you can assume there is always exactly one way to connect given two consecutive points by minimum distance, and the shape of the continent is not selfcrossing. The landing point will be never on the coastline.

## - Output

If Arthur and Ford are going to land on the continent, print "Yes". Otherwise "No".

## - Sample Input and Output

| Input \#1: |
| :--- |
| 4 |
| 00 |
| $10 \quad 10$ |
| $10 \quad-10$ |
| $-10 \quad-10$ |
| $-10 \quad 10$ |

Input \#2:
4
890
00
090
0180
$0-90$
Input \#3:
4
890
00
$0-90$
0180
090

Output \#1:
Yes

Output \#2:
Yes

## Problem H Ropeway

On a small island, there are two towns Darkside and Sunnyside, with steep mountains between them. There's a company Intertown Company of Package Conveyance; they own a ropeway car between Darkside and Sunnyside and are running a transportation business. They want maximize the revenue by loading as much package as possible on the ropeway car.

The ropeway car looks like the following. It's $L$ length long, and the center of it is hung from the rope. Let's suppose the car to be a 1-dimensional line segment, and a package to be a point lying on the line. You can put packages at anywhere including the edge of the car, as long as the distance between the package and the center of the car is greater than or equal to R and the car doesn't fall down.

The car will fall down when the following condition holds:

$$
\left|\sum_{i=0}^{N-1} m_{i} x_{i}\right|>M
$$

Here $N$ is the number of packages; $m_{i}$ the weight of the $i$-th package; $x_{i}$ is the position of the $i$-th package relative to the center of the car.

You, a Darkside programmer, are hired as an engineer of the company. Your task is to write a program which reads a list of package and checks if all the packages can be loaded in the listed order without the car falling down at any point.

## - Input

The input has two lines, describing one test case. The first line contains four integers $N, L, M, R$. The second line contains $N$ integers $m_{0}, m_{1}, \ldots m_{N-1}$. The integers are separated by a space.

## - Output

If there is a way to load all the packages, output "Yes" in one line, without the quotes. Otherwise, output "No".

## - Sample Input and Output

Input \#1:
3321
114
Input \#2:
3321
141

Output \#1:
Yes

Output \#2:
No

## Problem I

## How to Create a Good Game

A video game company called ICPC (International Company for Playing and Competing) is now developing a new arcade game. The new game features a lot of branches. This makes the game enjoyable for everyone, since players can choose their routes in the game depending on their skills. Rookie players can choose an easy route to enjoy the game, and talented players can choose their favorite routes to get high scores.

In the game, there are many checkpoints connected by paths. Each path consists of several stages, and completing stages on a path leads players to the next checkpoint. The game ends when players reach a particular checkpoint. At some checkpoints, players can choose which way to go, so routes diverge at that time. Sometimes different routes join together at a checkpoint. The paths between checkpoints are directed, and there is no loop (otherwise, players can play the game forever). In other words, the structure of the game can be viewed as a DAG (directed acyclic graph), when considering paths between checkpoints as directed edges.

Recently, the development team completed the beta version of the game and received feedbacks from other teams. They were quite positive overall, but there are some comments that should be taken into consideration. Some testers pointed out that some routes were very short compared to the longest ones. Indeed, in the beta version, the number of stages in one play can vary drastically depending on the routes. Game designers complained many brilliant ideas of theirs were unused in the beta version because of the tight development schedule. They wanted to have more stages included in the final product.

However, it's not easy to add more stages. this is an arcade game - if the playing time was too long, it would bring down the income of the game and owners of arcades would complain. So, the longest route of the final product can't be longer than that of the beta version. Moreover, the producer of the game didn't want to change the structure of paths (i.e., how the checkpoints connect to each other), since it would require rewriting the scenario, recording voices, creating new cutscenes, etc.

Considering all together, the producer decided to add as many new stages as possible, while keeping the maximum possible number of stages in one play and the structure of paths unchanged. How many new stages can be added to the game?

```
- Input
    \(N M\)
    \(x_{1} y_{1} s_{1}\)
    \(\vdots\)
    \(x_{M} y_{M} s_{M}\)
```

The first line of the input contains two positive integers $N$ and $M(2 \leq N \leq 100,1 \leq M \leq 1000)$. $N$ indicates the number of checkpoints, including the opening and ending of the game. $M$ indicates the number of paths between checkpoints.

The following $M$ lines describe the structure of paths in the beta version of the game. The $i$-th line contains three integers $x_{i}, y_{i}$ and $s_{i}\left(0 \leq x_{i}<y_{i} \leq N-1,1 \leq s_{i} \leq 1000\right)$, which describe that there is a path from checkpoint $x_{i}$ to $y_{i}$ consists of $s_{i}$ stages. As for indices of the checkpoints, note that 0 indicates the opening of the game and $N-1$ indicates the ending of the game. You can assume that, for every checkpoint $i$, there exists a route from the opening to the ending which passes through checkpoint $i$. You can also assume that no two paths connect the same pair of checkpoints.

## - Output

Output a line containing the maximum number of new stages that can be added to the game under the following constraints:

- You can't increase the maximum possible number of stages in one play (i.e., the length of the longest route to the ending).
- You can't change the structure of paths (i.e., how the checkpoints connect to each other).
- You can't delete any stage that already exists in the beta version.


## - Sample Input and Output

| Input \#1: | Output \#1: |
| :---: | :---: |
| 33 | 6 |
| 015 |  |
| 123 |  |
| 022 |  |
| Input \#2: | Output \#2: |
| 21 | 0 |
| 0110 |  |
| Input \#3: | Output \#3: |
| 46 | 20 |
| 015 |  |
| 025 |  |
| 035 |  |
| 125 |  |
| 135 |  |
| 235 |  |

## Problem J <br> Cruel Bingo

Bingo is a party game played by many players and one game master. Each player is given a bingo card containing $N^{2}$ different numbers in a $N \times N$ grid (typically $N=5$ ). The master draws numbers from a lottery one by one during the game. Each time a number is drawn, a player marks a square with that number if it exists. The player's goal is to have $N$ marked squares in a single vertical, horizontal, or diagonal line and then call "Bingo!" The first player calling "Bingo!" wins the game.

In ultimately unfortunate cases, a card can have exactly $N$ unmarked squares, or $N(N-1)$ marked squares, but not a bingo pattern. Your task in this problem is to write a program counting how many such patterns are possible from a given initial pattern, which contains zero or more marked squares.

## Input

The input is given in the following format:

$$
\begin{aligned}
& N K \\
& x_{1} y_{1} \\
& \vdots \\
& x_{K} y_{K}
\end{aligned}
$$

The input begins with a line containing two numbers $N(1 \leq N \leq 32)$ and $K(0 \leq K \leq 8)$, which represent the size of the bingo card and the number of marked squares in the initial pattern respectively. Then $K$ lines follow, each containing two numbers $x_{i}$ and $y_{i}$ to indicate the square at $\left(x_{i}, y_{i}\right)$ is marked. The coordinate values are zero-based (i.e. $0 \leq x_{i}, y_{i} \leq N-1$ ). No pair of marked squares coincides.

## - Output

Count the number of possible non-bingo patterns with exactly $N$ unmarked squares that can be made from the given initial pattern, and print the number in modulo 10007 in a line (since it is supposed to be huge). Rotated and mirrored patterns should be regarded as different and counted each.

## Sample Input and Output

Input \#1:
42
02
31
Input \#2:
42
23
32

| Input \#3: |
| :--- |
| 103 |
| 00 |
| 44 |
| 14 |

Output \#3:
1127

